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Abstract
Modern online services come with stringent quality require-
ments in terms of response time tail latency. Because of their
decomposition into fine-grained communicating software
layers, a single user request fans out into a plethora of short,
µs-scale RPCs, aggravating the need for faster inter-server
communication. In reaction to that need, we are witness-
ing a technological transition characterized by the emer-
gence of hardware-terminated user-level protocols (e.g., In-
finiBand/RDMA) and new architectures with fully integrated
Network Interfaces (NIs). Such architectures offer a unique
opportunity for a new NI-driven approach to balancing RPCs
among the cores of manycore server CPUs, yielding major
tail latency improvements for µs-scale RPCs.

We introduce RPCValet, an NI-driven RPC load-balancing
design for architectures with hardware-terminated protocols
and integrated NIs, that delivers near-optimal tail latency.
RPCValet’s RPC dispatch decisions emulate the theoretically
optimal single-queue system, without incurring synchro-
nization overheads currently associated with single-queue
implementations. Our design improves throughput under
tight tail latency goals by up to 1.4×, and reduces tail latency
before saturation by up to 4× for RPCs with µs-scale service
times, as compared to current systems with hardware sup-
port for RPC load distribution. RPCValet performs within
15% of the theoretically optimal single-queue system.
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1 Introduction
Modern datacenters deliver a breadth of online services to
millions of daily users. In addition to their huge scale, online
services come with stringent Service Level Objectives (SLOs)
to guarantee responsiveness. Often expressed in terms of tail
latency, SLOs target the latency of the slowest requests, and
thus bound the slowest interaction a user may have with the
service. Tail-tolerant computing is one of the major ongoing
challenges in the datacenter space, as long-tail events are rare
and rooted in convoluted hardware-software interactions.
A key contributor to the well-known "Tail at Scale" chal-

lenge [15] is the deployment of online services’ software
stacks in numerous communicating tiers, where the inter-
actions between a service’s tiers take the form of Remote
Procedure Calls (RPCs). Large-scale software is often built
in this fashion to ensure modularity, portability, and devel-
opment velocity [26]. Not only does each incoming request
result in a wide fan-out of inter-tier RPCs [10, 23], each one
lies directly on the critical path between the user and the
online service [6, 16, 29, 50]. The amalgam of the tail latency
problem with the trend towards ephemeral and fungible soft-
ware tiers has created a challenge to preserve the benefits of
multi-tiered software while making it tail tolerant.
To lower communication overheads and tighten tail la-

tency, there has been an intensive evolution effort in data-
center-scale networking hardware and software, away from
traditional POSIX sockets and TCP/IP and towards lean user-
level protocols such as InfiniBand/RDMA [21] or dataplanes
such as IX and ZygOS [7, 47]. Coupling protocol innova-
tions with state-of-the-art hardware architectures such as
Firebox [4], Scale-Out NUMA [43] or Mellanox’s BlueField
Smart-NIC [37], which offer tight coupling of the network
interface (NI) with compute logic, promises even lower com-
munication latency. The net result of rapid advancements
in the networking world is that inter-tier communication
latency will approach the fundamental lower bound of speed-
of-light propagation in the foreseeable future [20, 50]. The
focus of optimization hence will completely shift to effi-
ciently handling RPCs at the endpoints as soon as they are
delivered from the network.
The growing number of cores on server-grade CPUs [36,

38] exacerbates the challenge of distributing incoming RPCs
to handler cores. Any delay or load imbalance caused by
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this initial stage of the RPC processing pipeline directly im-
pacts tail latency and thus overall service quality. Modern
NIC mechanisms such as Receive-Side Scaling (RSS) [42]
and Flow Direction [24] offer load distribution and connec-
tion affinity, respectively. However, the key issue with these
mechanisms, which apply static rules to split incoming traffic
into multiple receive queues, is that they do not truly achieve
load balancing across the server’s cores. Any resulting load
imbalance after applying these rules must be handled by sys-
tem software, introducing unacceptable latency for the most
latency-sensitive RPCs with µs-scale service times [47, 53].
In this paper, we propose RPCValet, a co-designed hard-

ware and software system to achieve dynamic load balanc-
ing across CPU cores, based on the key insight that on-chip
NIs offer the ability to monitor per-core load in real time
and steer RPCs to lightly loaded cores. The enabler for this
style of dynamic load balancing is tight CPU-NI integration,
which allows fine-grained, nanosecond-scale communica-
tion between the two, unlike conventional PCIe-attached
NIs. To demonstrate the benefits of our design, we first clas-
sify existing load-distribution mechanisms from both the
hardware and software worlds as representative of different
queuing models, and show how none of them is able to reach
the performance of the theoretical best case. We then de-
sign a minimalistic set of hardware and protocol extensions
to Scale-Out NUMA (soNUMA) [43], an architecture with
on-chip integrated NIs, to show that a carefully architected
system can indeed approach the best queuing model’s per-
formance, significantly outperforming prior load-balancing
mechanisms. To summarize, our contributions include:
• RPCValet, an NI-driven dynamic load-balancing design
that outperforms existing hardware mechanisms for load
distribution, and approaches the theoretical maximum
performance predicted by queuing models.

• Hardware and protocol extensions to soNUMA for na-
tive messaging support, a required feature for efficient
RPC handling. We find that, in contrast to prior judg-
ment [43], native messaging support is not disruptive to
the key premise of NI hardware simplicity, which such
architectures leverage to enable on-chip NI integration.

• An RPCValet implementation on soNUMA that delivers
near-ideal RPC throughput under strict SLOs, attaining
within 3–16% of the theoretically optimal queuing model.
For µs-scale RPCs, RPCValet outperforms software-based
and RSS-like hardware-driven load distribution by 2.3–
2.7× and 29–76%, respectively.
The paper is organized as follows: §2 outlines the per-

formance differences between multi- and single-queue sys-
tems, highlighting the challenges in balancing incoming
RPCs with short service times among cores. §3 presents
RPCValet’s design principles, followed by an implementation
using soNUMA as a base architecture in §4. We detail our
methodology in §5 and evaluate RPCValet in §6. Finally, we
discuss related work in §7 and conclude in §8.

2 Background
2.1 Application and technology trends
Modern online services are decomposed into deep hierar-
chies of mutually reliant tiers [26], which typically interact
using RPCs. The deeper the software hierarchy, the shorter
each RPC’s runtime, as short as a few µs for common soft-
ware tiers such as data stores. Fine-grained RPCs exacerbate
the tail latency challenge for services with strict SLOs, as ac-
cumulated µs-scale overheads can result in a long-tail event.
To mitigate the overheads of RPC-based communication,

network technologies have seen renewed interest, with the
InfiniBand fabric and protocol beginning to appear in data-
centers [21] due to its low latency and high IOPS. With net-
working latency approaching the fundamental limits of prop-
agation delays [20], any overhead added to the raw RPC pro-
cessing time at a receiving server critically impacts latency.
For example, while InfiniBand significantly reduces latency
compared to traditional TCP/IP over Ethernet, InfiniBand
adapters still remain attached to servers over PCIe, which
contributes an extra µs of latency to each message [33, 43].
Efficiently handling µs-scale RPCs requires the elimina-

tion of these µs-scale overheads, which is the goal of fully
integrated solutions (e.g., Firebox [4], soNUMA [43]). Such
architectures employ lean, hardware-terminated network
stacks and integrated NIs to achieve sub-µs inter-server com-
munication, representing the best fit for latency-sensitive
RPC services. NI integration enables rapid fine-grained in-
teraction between the CPU, NI, and memory hierarchy, a fea-
ture leveraged previously to accelerate performance-critical
operations, such as atomic data object reads from remote
memory [14]. In this paper, we leverage NI integration to
break existing tradeoffs in balancing RPCs across CPU cores
and significantly improve throughput under SLO.

2.2 Load Balancing: Theory
To study the effect of load balancing across cores on tail la-
tency, we conduct a first-order analysis using basic queuing
theory. We model a hypothetical 16-core server after a queu-
ing system that features a variable number of input queues
and 16 serving units. Fig. 1 shows three different queuing
system organizations. The notation Model Q × U denotes
a queuing system with Q FIFOs where incoming messages
arrive and U serving units per FIFO. The invariant across
the three illustrated models isQ ×U = 16. The 16× 1 system
cannot perform any load balancing; incoming requests are
uniformly distributed across 16 queues, each with a single
serving unit. 1 × 16 represents the most flexible option that
achieves the best load balancing: all serving units pull re-
quests from a single FIFO. Finally, 4 × 4 represents a middle
ground: incoming messages are uniformly distributed across
four FIFOs with four serving units each.
To evaluate different queuing organizations, we employ

discrete event simulationsmodeling Poisson arrivals and four
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Figure 1.Different queuingmodels for 16 serving units (CPU
cores). P(λ) stands for Poisson arrival distribution.

different service time distributions: fixed, uniform, exponen-
tial, and generalized extreme value (GEV). Poisson arrivals
are commonly used to model the independent nature of in-
coming requests. §5 details each distribution’s parameters.
Fig. 2a shows the performance of five queuing systems

Q × U with (Q,U ) = (1,16), (2,8), (4,4), (8,2), (16,1), for an
exponential service time distribution. The system’s achieved
performance is directly connected to its ability to assign
requests to idle serving units. As expected, performance is
proportional toU . The best and worst performing configu-
rations are 1 × 16 and 16 × 1 respectively, while 2 × 8, 4 × 4
and 8 × 2 lie in between these two.
Fig. 2b and 2c show the relation of throughput and 99th

percentile latency for the two extreme queuing system con-
figurations, namely 1×16 and 16×1. As seen in Fig. 2a, 1×16
significantly outperforms 16×1. 16×1’s inability to assign re-
quests to idle cores results in higher tail latencies and a peak
throughput 25–73% lower than 1 × 16 under a tail latency
SLO at 10× the mean service time S̄ . In addition, the degree
of performance degradation is affected by the service time
distribution. For both queuing models, we observe that the
higher a distribution’s variance, the higher the tail latency
(TL) before the saturation point is reached, hence TLf ixed <
TLuni < TLexp < TLGEV . Also, the higher the distribution’s
variance, the more dramatic the performance gap between
1 × 16 and 16 × 1, as is clearly seen for GEV.

The application’s service time distribution is beyond an
architect’s control, as it is affected by numerous software and
hardware factors. However, they can control the queuing
model that the underlying system implements. The theoreti-
cal results suggest that systems should implement a queuing
configuration that is as close as possible to a single-queue
(1 × 16) configuration.

2.3 Load Balancing: Practice
A subtlety not captured by our queuing models is the prac-
tical overhead associated with sharing resources (i.e., the
input queue). In a manycore CPU, allowing all the cores to
pull incoming network messages from a single queue re-
quires synchronization. We refer to this RPC dispatch mode

as "pull-based". Especially for short-lived RPCs, with service
times of a few µs, such synchronization represents signifi-
cant overhead. Architectures that share a pool of connections
between cores have this pitfall; common examples include
using variants of Linux’s poll system call, or locked event
queues supported by libevent.
An alternative approach for distributing load to multiple

cores, advocated by recent research, is dedicating a private
queue of incoming network messages to each core [7, 45].
Although this design choice corresponds to a rigid N × 1
queuing model (N being the number of cores), it completely
eschews overheads related to sharing (i.e., synchronization
and coherence), delivering significant throughput gains. By
leveraging RSS [42] inside the NI, messages are consistently
distributed at arrival time to one of the N input queues. This
ultimately results in a different mode of communication:
instead of the cores pullingmessages from a single queue, the
NI hardware actively pushesmessages into each core’s queue.
We refer to this load distribution mode as "push-based".

FlexNIC [30] extends the push-based model by proposing
a P4-inspired domain-specific language, allowing software
to install match-action rules into the NI. Despite their many
differences, both FlexNIC and RSS completely rely on deci-
sions based on the RPC packets’ header content. Whether
configured statically or by the application, push-based load
distribution still fundamentally embodies a multi-queue sys-
tem vulnerable to load imbalance, as no information pertain-
ing to the system’s current load is taken into account. §2.2’s
queuing models demonstrate the effect of this imbalance as
compared to a system with balanced queues.

The two aforementioned approaches to load distribution,
pull- and push-based, represent a tradeoff between synchro-
nization and load imbalance. In this paper, we leverage the on-
chip NI logic featured in emerging fully integrated architec-
tures such as soNUMA [43] to introduce a novel push-based
NI-driven load-balancing mechanism capable of breaking
that tradeoff by making dynamic load-balancing decisions.

3 RPCValet Load-Balancing Design
This section describes the insights and foundations guiding
RPCValet’s design. Our goal is to achieve a synchronization-
free system that behaves like the theoretical best single-
queue model. We begin by setting forth our basic assump-
tions about the underlying hardware and software, then
explain the roadblocks to achieving dynamic load balancing,
and conclude with the principles of RPCValet’s design.

3.1 Basic Architecture
We design RPCValet for emerging architectures featuring
fully integrated NIs and hardware-terminated transport pro-
tocols.We target these architectures for two reasons. First, an
important class of online services exhibits RPCs with service
times that are frequently only a few µs long. For example,
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Figure 2. Tail latency as a function of throughput for different queuing systems and service time distributions. Y-axis values
are shown as multiples of the mean service time S̄ .

the average service time for Memcached [2] is ∼ 2µs [47].
Even software with functionality richer than simple data re-
trieval can exhibit µs-scale service times: the average TPC-C
query service time on the Silo in-memory database [53] is
only 33µs [47]. Software tiers with such short service times
necessitate network architectures optimized for the lowest
possible latency, using techniques such as kernel bypass and
polling rather than receiving interrupts.

Second, unpredictable tail-inducing events for these short-
lived RPCs often disrupt application execution for periods
of time that are comparable to the RPCs themselves [6]. For
example, the extra latency imposed by TLB misses or context
switches spans from a few hundred ns to a few µs. At such
fine granularities, any load-balancing policy implemented at
the distal end of an I/O-attached NI is simply too far from the
CPU cores to adjust its load dispatch decisions appropriately.
Therefore, we argue that mitigating load imbalance at the
µs level requires µs-optimized hardware.

The critical feature of our µs-optimized hardware is a fully
integrated NI with direct access to the server’s memory hier-
archy, eliminating costly roundtrips over traditional I/O fab-
rics such as PCIe. Each server registers a part of its DRAM in
advance with a particular context that is then exported to all
participating servers, creating a partitioned global address
space (PGAS) where every server can read/write remote
memory in RDMA fashion. The architecture’s programming
model is a concrete instantiation of the Virtual Interface Ar-
chitecture (VIA) [18], where each CPU core communicates
with the NI through memory-mapped queue pairs (QPs).
Each QP consists of a Work Queue (WQ) where the core
writes entries (WQEs) to be processed by the NI, and a Com-
pletion Queue (CQ), where the NI writes entries (CQEs) to
indicate that the cores’ WQEs were completed. For more de-
tails, refer to the original VIA [18] and soNUMA [43] work.

3.2 NI Integration: The Key Enabler
The NI’s integration on the same piece of silicon as the CPU
is the key enabler for handling µs-scale events. By leveraging
the fact that such integration enables fine-grained real-time
(nanosecond-scale) information to be passed back and forth
between the NI and the server’s CPU, the NI has the ability to

respond to rapidly changing load levels and make dynamic
load-balancing decisions. To illustrate the importance of
ns-scale interactions, consider a data serving tier such as
Redis [3], maintaining a sorted array in memory. Since the
implementation of its sorted list container uses a skip list to
provide add/remove operations in O (loд (N )) time, an RPC
to add a new entry may incur multiple TLB misses, stalling
the core for a few µs while new translations are installed.
While this core is stalled on the TLB miss(es), it is best to
dispatch RPCs to other available cores on the server.

An integrated NI can, with proper hardware support, mon-
itor each core’s state and steer RPCs to the least loaded cores.
Such monitoring is implausible without NI integration, as
the latency of transferring load information over an I/O bus
(e.g., ∼ 1.5µs for a 3-hop posted PCIe transaction) would
mean that the NI will make delayed—hence sub-optimal, or
even wrong—decisions until the information arrives.

The active feedback of information from the server’s com-
pute units (which are not restricted to CPU cores) to the
NI can take many forms, ranging from monitoring memory
hierarchy events to metadata directly exposed by the appli-
cation. Regardless of the exact policy, the underlying enabler
for RPCValet’s ability to handle µs-scale load imbalance is
that load dispatch decisions are driven by an integrated NI.

3.3 Design Principles
Our design goal is to break the tradeoff between the load
imbalance inherent in multi-queue systems and the synchro-
nization associated with pulling load from a single queue.
To begin, we retain the VIA’s design principle of allocating
a single virtual interface (identical to a QP in IB/soNUMA
terminology) to each participating thread, which is critically
important for handling µs-scale RPCs. Registering indepen-
dent QPs with the NI helps us achieve the goal of elimi-
nating synchronization, as each thread polls on its own QP
and waits for the arrival of new RPCs. This simplifies the
load-balancing problem to simply choosing the correct QP
to dispatch the RPC to. By allowing the NI to choose the QP
at message arrival time, based on one of the many possible
heuristics for estimating per-core load, our design achieves
the goal of synchronization-free push-based load balancing.
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Unfortunately, realizing such a design with our baseline
architecture (§ 3.1) is not possible, as existing primitives are
not expressive enough for push-based dispatch. In particular,
architectures with on-chip NIs such as soNUMA [43] do not
provide native support for messaging operations, favoring
RDMA operations for hardware simplicity that facilitates NI
integration. These RDMA operations (a.k.a. "one-sided" ops)
enable direct read/write access of remote memory locations,
without involving a CPU at the remote end. Hence, a recep-
tion of a one-sided op is not associated with a creation of a
CPU notification event by the NI.
Messaging can be emulated on top of one-sided ops by

allocating shared bounded buffers in the PGAS [17, 27, 43],
into which threads directly place messages using one-sided
writes. Fig. 3a illustrates the high-level operation of emu-
lated messaging. As emulated messaging is performed in
a connection-oriented fashion from thread to thread, each
RPC-handling thread allocates N bounded buffers, each with
S message slots; N is the number of nodes that can send
messages. Each of the C cores polls at the head slots of its
corresponding N buffers for incoming RPCs.

The fundamental drawback of such emulated messaging is
that the sending thread implicitly determines which thread
at the remote end will process its RPC request, because the
memory location the RPC is written to is tied to a specific
thread. The result is a multi-queue system, vulnerable to load
imbalance. Although it may be possible to implement some
form of load-aware messaging (e.g., per-thread client-server
flow control), such mechanisms will have little to no benefit
due to the relatively high network round-trip time for load
information to diffuse between the two endpoints, especially
when serving short-lived RPCs.

A key reason why, in the case of emulated messaging, the
NI at the destination cannot affect the a priori assignment
of an incoming RPC to a thread is that the protocol does not
enable the NI to distinguish a "message" (i.e., a one-sided
write triggering two-sided communication) from a default
one-sided op. Protocol support for native messaging with
innate semantics of two-sided operations overcomes this lim-
itation and enables the NI at the message’s destination node

NI frontend NI backend

N
etw

o
rk

 R
o

u
ter

Figure 4. Manycore NI architecture.

to perform push-based load balancing. Fig. 3b demonstrates
RPCValet’s high-level operation. The NI first writes every in-
coming message into a single PGAS-resident message buffer
of N × S slots, as in the case of emulated messaging. Then,
the NI uses a selected core’s QP to notify it to process the
incoming RPC request. In effect, RPCValet decouples a mes-
sage’s arrival and location in memory from its assignment
to a core for processing, thus achieving the best of both
worlds: the load-balancing flexibility of a single-queue sys-
tem, and the synchronization-free, zero-copy behavior of
partitioned multi-queue architectures. Fig. 3b demonstrates
how NI-driven dynamic dispatch decisions result in balanced
load, in contrast to Fig. 3a’s example.
In conclusion, RPCValet requires extensions to both the

on-chip NI hardware and the networking protocol, to first
provide support for native messaging and, second, realize
dynamic load-balancing decisions. In the following section,
we describe an implementation of an architecture featuring
both of these mechanisms.

4 RPCValet Implementation
In this section, we describe our RPCValet implementation
as an extension of the soNUMA architecture [43], including
a lightweight extension of the baseline protocol for native
messaging and support for NI-driven load balancing.

4.1 Scale-Out NUMA with Manycore NI
soNUMA enables rapid remote memory access through a
lean hardware-terminated protocol and on-chip NI integra-
tion. soNUMA deploys a QP interface for CPU-NI interaction
(§3.1) and leverages on-chip cache coherence to accelerate
QP-entry transfers between the CPU and NI.

Fig. 4 shows soNUMA’s scalable NI architecture for many-
core CPUs [13]. The conventionally monolithic NI is split
into two heterogeneous parts, a frontend and a backend.
The frontend is the "control" component, and is collocated
with each core to drastically accelerate QP interactions. The
backend is replicated across the chip’s edge, to scale the NI’s
capability with growing network bandwidth, and handles
all data and network packets. Pairs of frontend and back-
end entities, which together logically comprise a complete
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NI, communicate with special packets over the chip’s in-
terconnect. Our RPCValet implementation relies on such a
Manycore NI architecture.

4.2 Lightweight Native Messaging
We devise a lightweight implementation of native messag-
ing as a required building block for dynamic load-balancing
decisions at the NI. A key difficulty to overcome is support
for multi-packet messages, that must be reassembled by the
destination NI. This goal conflicts with soNUMA’s stateless
request-response protocol, which unrolls large requests into
independent packets each carrying a single cache block pay-
load. Emulated messaging (see §3.3) does not require any
reassembly at the destination, because all packets are directly
written to the bounded buffer specified by the sender.

One workaround to avoid message reassembly complica-
tions would be to limit the maximum message size to the
link layer’s MTU. Prior work has adopted this approach to
build an RPC framework on an IB cluster [27]. Such a de-
sign choice may be an acceptable limitation for IB networks
which have a relatively large MTU of 4KB. However, fully in-
tegrated solutions with on-chip NIs will likely feature small
MTUs (e.g., a single cache line in soNUMA), so limiting the
maximum message size to the link-layer MTU is impractical.

Our approach to avoiding the hardware overheads associ-
ated with message reassembly is keeping the buffer provi-
sioning of the emulated messaging mechanism, which allows
the sender to determine the memory location the message
will be written to. Therefore, soNUMA’s request-response
protocol can still handle the message as a series of inde-
pendent cache-block-sized writes to the requester-specified
memory location. While this mechanism may seem identical
to one-sided operations, we introduce a new pair of send
and replenish operations which expose the semantics of
multi-packet messages to the NI—it can then distinguish true
one-sided operations from messaging operations, which are
eligible for load balancing. The NI keeps track of packet re-
ceptions belonging to a send, deduces when it has been fully
received, and then hands it off to a core for processing.

Fig. 5 shows the delivery of amessage fromNode 0 to Node
1 in steps. Completing the message delivery requires the
execution of a send operation on Node 0 and a replenish
operation on Node 1. Fig. 5 only shows NI backends; NI
frontends are collocated with every core. We start with the
required buffer provisioning associated with messaging.

Buffer provisioning. We introduce the notion of a mes-
saging domain, which includes N nodes that can exchange
messages and is defined by a pair of buffers allocated in each
node’s memory, the send buffer and the receive buffer. The
send buffer comprises N × S slots, as described in §3.3.
Fig. 5a illustrates a send buffer with S=3 and different

shades of gray distinguishing the send slots per participating
node. Each send slot contains bookkeeping information for
the local cores to keep track of their outstanding messages.
It contains a valid bit, indicating whether the send slot is
currently being used, a pointer to a buffer in local memory
containing the message’s payload, and a field indicating the
size of the payload to be sent. A separate in-memory data
structure maintains the head pointer for each of the N sets of
send slots, which the cores use to atomically enqueue new
send requests (not shown).
The receive buffer, shown in Fig. 5b, is the dual of the

send buffer, where incoming send messages from remote
nodes end up, and is sized similarly (N × S receive slots).
Unlike send slots, receive slots are sized to accommodate
message payloads. Each receive slot also contains a counter
field, used to determine whether all of a message’s packets
have arrived. The counter field should provide enough bits to
represent the number of cache blocks comprising the largest
message; we overprovision by allocating a full cache block
(64B), to avoid unaligned accesses for incoming payloads.

Overall, the messaging mechanism’s memory footprint
is 32 × N × S + (max_msд_size + 64) × N × S bytes. We ex-
pect that for current deployments, that number should not
exceed a few tens of MBs. Systems adopting fully integrated
solutions will likely be of contained scale (e.g., rack-scale
systems), featuring a few hundred nodes, hence bounding
the N parameter. In addition, most communication-intensive



latency-sensitive applications send small messages, bound-
ingmax_msд_size . For instance, the vast majority of objects
in object stores like Memcached are <500B [5], while 90% of
all packets sent within Facebook’s datacenters are smaller
than 1KB [49]. Finally, given the low network latency fully
integrated solutions like soNUMA deliver, the number of
concurrent outstanding requests S required to sustain peak
throughput per node pair would be modest (a few tens). Dy-
namic buffer management mechanisms to reduce memory
footprint are possible, but beyond the scope of this paper.

Importantly, a fixedmax_msд_size does not preclude the
exchange of larger messages altogether. A rendezvous mech-
anism [51] can be used, where the sending node’s initial
message specifies the location and size of the data, and the
receiving node uses a one-sided read operation to directly
pull the message’s payload from the sending node’s memory.

Send operation. Sending a message to a remote node in-
volves the following steps. First, the core writes the message
in a local core-private buffer (Fig. 5a, 1 ), updates the tail
entry of the send buffer set corresponding to the target node
(e.g., Node 1) 2 and enqueues a send operation in its private
WQ 3 . The send operation specifies a messaging domain,
the target node id, the remote receive buffer slot’s address,
a pointer to the local buffer containing the outgoing message,
and the message’s size. The target receive buffer slot’s ad-
dress can be trivially computed, as the number of nodes in the
messaging domain, the number of send/receive slots per
node, and themax_msд_size are all defined at the messaging
domain’s setup time. The NI polls on the WQ 4 , parses the
command, reads the message from the local memory buffer
5 , and sends it to the destination node.
At the destination, the NI writes each send packet directly

in the local memory hierarchy, into the specified receive
slot, and increments that receive slot’s counter (Fig. 5b, 6 ).
When the counter matches the send operation’s total packet
count (contained in each packet’s header), the NI writes a
message arrival notification entry in a shared CQ 7 . The
shared CQ is a memory-mapped and cacheable FIFO where
the NI enqueues pointers to received send requests. When
it is time for a dispatch decision, the NI selects a core and
assigns the head entry of the shared CQ to it by writing the
receive slot’s index, contained in the shared CQ entry, into
that core’s corresponding CQ 8 . This is a crucial step that
enables RPCValet’s NI-driven dynamic load balancing, which
we expand in §4.3. Finally, the core receives the new send
request 9 polling the head of its private CQ, then directly
reads the message from the receive buffer and processes it.

Replenish operation. A replenish operation always fol-
lows the receipt of a send operation as a form of end-to-
end flow control: a replenish notifies the send operation’s
source node that the request has been processed and hence
its corresponding send buffer slot is free and can be reused.
In Fig. 5b’s example, when core 3 is done processing the

send request, it enqueues a replenish in its private WQ
A . The replenish only contains the target node and the
target send buffer slot’s address, trivially deduced from the
receive buffer index the corresponding send was retrieved
from. The NI, which is polling at the head of core 3’s WQ,
reads the new replenish request B and sends the message
to node 0. When the replenish message arrives at node
0, the NI invalidates the corresponding send buffer slot by
resetting its valid field (Fig. 5a, C ), indicating its availability
to be reused. In practice, a replenish operation is syntactic
sugar for a special remote write operation, which resets the
valid field of a send buffer slot.

4.3 NI-driven Dynamic Load Balancing
With the NI’s newly added ability to recognize and manage
message arrivals, we now proceed to introduce NI-driven dy-
namic load balancing. Load-balancing policies implemented
by the NIs can be sophisticated and can take various affini-
ties and parameters into account (e.g., certain types of RPCs
serviced by specific cores, or data-locality awareness). Im-
plementations can range from simple hardwired logic to mi-
crocoded state machines. However, we opt to keep a simple
proof-of-concept design, to illustrate the feasibility and effec-
tiveness of load-balancing decisions at the NIs and demon-
strate that we can achieve the load-balancing quality of a
single-queue system without synchronization overheads.
Fig. 5b’s step 8 is the crucial step that determines the

balancing of incoming requests to cores. In RPCValet, the
receiving node’s NI keeps track of the number of outstanding
send requests assigned to each core. Receiving a replenish
operation from a core implies that the core is done processing
a previously assigned send. Allowing only one outstanding
request per core and dispatching a new request only after
receiving a notification of the previous one’s completion
corresponds to true single-queue system behavior, but leaves
a small execution bubble at the core. The bubble can be
eliminated by setting the number of outstanding requests
per core to two. We found that introducing a small multi-
queue effect is offset by eliminating the bubble, resulting in
marginal performance gains for ultra-fast RPCs with service
times of a few 100s of nanoseconds.
A challenge that emerges from the distributed nature of

a Manycore NI architecture is that the otherwise indepen-
dent NI backends, each of which is handling send message
arrivals from the network, need to coordinate to balance
incoming load across cores. Our proposed solution is simple,
yet effective: centralize the last step of message reception
and dispatch. One of the NI backends—henceforth referred
to as the NI dispatcher—is statically assigned to handle mes-
sage dispatch to all the available cores. Network packet and
data handling still benefit from the parallelism offered by the
Manycore NI architecture, as all NI backends still indepen-
dently handle incoming network packets and access memory



directly. However, once an NI backendwrites all packets com-
prising a message in their corresponding receive buffer slots,
it creates a special message completion packet and forwards
it to the NI dispatcher over the on-chip interconnect. Once
the NI dispatcher receives the message completion packet, it
enqueues the information in the shared CQ, from which it
dispatches messages to cores in FIFO order as soon as it re-
ceives a replenish operation. As all the incoming messages
are dispatched from a single queue to all available cores,
RPCValet behaves like a true single-queue queuing system.

Having a single NI dispatcher eschews software synchro-
nization, but raises scalability questions. However, for
modern server processor core counts, the required dispatch
throughput should be easily sustainable by a single central-
ized hardware unit, while the additional latency due to the
indirection from any NI backend to the NI dispatcher is negli-
gible. From the throughput perspective, even an RPC service
time as low as 500ns corresponds to a new dispatch deci-
sion every ∼31/8ns for a 16/64-core chip, respectively. Both
dispatch frequencies are modest enough for a single hard-
ware dispatch component to handle, especially for our simple
greedy dispatch implementation. The same observation also
holds for more sophisticated dispatch policies if their hard-
ware implementation can be pipelined. Latency-wise, the
indirection from any NI backend to the NI dispatcher costs
a couple of on-chip interconnect hops, adding just a few ns
to the end-to-end message delivery latency. In case of exotic
system deployments where the above assumptions do not
hold, an intermediary design point is possible where each
NI backend can dispatch to a limited subset of cores on the
chip. As an example of this design point, we also implement
and evaluate a 4 × 4 queuing system in §6.

4.4 soNUMA Extensions for RPCValet
We now briefly summarize the modifications to soNUMA’s
hardware to enable RPCValet, including the necessary pro-
tocol extensions for messaging and load balancing. Load
balancing itself is transparent to the protocol and only af-
fects a pipeline stage in the NI backends.

Additional hardware state. Most of the state required for
messaging (i.e., send/receive buffers) is allocated in host
memory. The only metadata kept in dedicated SRAM are the
send and receive buffers’ location and size, as they require
constant fast access. On each node, the maintained state
per registered soNUMA context includes a memory address
range per node and a QP per local core. In total, we add 20B of
stored state per context, including: the base virtual addresses
for the send/receive buffers, the maximum message size
(max_msд_size), the # of nodes (N ) in the messaging domain,
and the # of messaging slots (S) per node.

Hardware logic extensions. soNUMA’s NI features three
distinct pipelines for handling Request Generations, Request
Completions, and Remote Request Processing, respectively

[43]. We extend these pipelines to support the new messag-
ing primitives and load-balancing functionality. Receiving
a new send or replenish request is very similar to the re-
ception of a remote write operation in the original soNUMA
design. To support our native messaging design, we add a
field containing the total message size to the network layer
header; this is necessary so the NI hardware can identify
when all of a message’s packets have been received.

We add five new stages to the NI pipelines in total. A new
stage in Request Generation differentiates between send
and replenish operations, and operates on the messag-
ing domain metadata. All other modifications are limited
to the Remote Request Processing Pipeline, which is only
replicated across NI backends. When a send is received, the
pipeline performs a fetch-and-increment operation to the
corresponding counter field of the target receive buffer
slot (§4.2, "Send operation"). The next stage checks if the
counter’s new value matches the message’s length, carried
in each packet header. If all of the send operation’s pack-
ets have arrived, the next stage enqueues a pointer to the
corresponding receive buffer slot in the shared CQ.
The final stage added to the Remote Request Processing

pipeline, Dispatch, keeps track of the number of outstanding
requests assigned to each core and determines when and
to which core to dispatch send requests to from the shared
CQ. A core is "available" when its number of outstanding
requests is below the threshold defined; in our implemen-
tation, this number is two. Whenever there is an available
core, the Dispatch stage dequeues the shared CQ’s first en-
try and sends it to the target core’s NI frontend, where the
Request Completion pipeline writes it into the core’s private
CQ. The complexity of the Dispatch stage is very simple for
our greedy algorithm, but varies based on the logic and algo-
rithm involved in making load-balancing decisions. Finally,
after completing the request, the core signals its availability
by enqueuing a replenish operation in its WQ, which is
propagated by the core’s NI frontend to the NI backend that
originally dispatched the request.
In summary, the additional hardware complexity is mod-

est, thus compatible with architectures featuring ultra-light-
weight protocols and on-chip integratedNIs, such as soNUMA.
Given the on-chip NI’s fast access to its local memory hierar-
chy, it is possible to virtualizemost of the bulky state required
for the messaging mechanism’s send and receive buffers
in the host’s memory. The dedicated hardware requirements
are limited to a small increase in SRAM capacity, while the
NI logic extensions are contained and straightforward.

5 Methodology
We now detail our methodology for evaluating RPCValet’s
effectiveness in balancing load transparently in hardware.

System organization. We model a single tiled 16-core chip
implementing soNUMA with a Manycore NI, as illustrated



Cores
ARM Cortex-A57-like; 64-bit, 2GHz, OoO
3-wide dispatch/retirement, 128-entry ROB, TSO

L1 Caches
32KB 2-way L1d, 48KB 3-way L1i, 64-byte blocks
2 ports, 32 MSHRs, 3-cycle latency (tag+data)

LLC
Shared block-interleaved NUCA, 2MB total
16-way, 1 bank/tile, 6-cycle latency

Coherence Directory-based Non-Inclusive MESI
Memory 50ns latency, 4×25.6GBps (DDR4)

Interconnect 2D mesh, 16B links, 3 cycles/hop
Table 1. Flexus simulation parameters.

in Fig. 4. The modeled chip is part of a 200-node cluster,
with remote nodes emulated by a traffic generator which
creates synthetic send requests following Poisson arrival
rates, from randomly selected nodes of the cluster. The traffic
generator also generates synthetic replies to the modeled
chip’s outgoing requests. We use Flexus [54] cycle-accurate
simulation with Table 1’s parameters.

Microbenchmark. Weuse amultithreadedmicrobenchmark
that emulates different service time distributions, where each
thread executes the following actions in a loop: (i) spins on
its CQ, until a new send request arrives; (ii) emulates the
execution of an RPC by spending processing time X , whereX
follows a given distribution as detailed below; (iii) generates
a synthetic RPC reply, which is sent back to the requester
using a send operation with a 512B payload; and (iv) issues
a replenish corresponding to the processed send request,
marking the end of of the incoming RPC’s processing. The
overall service time for an emulated RPC (i.e., the total time
a core is occupied) is the sum of steps (ii) to (iv).

RPC processing time distributions. To evaluate RPCValet
on a range of RPC profiles, we utilize processing time dis-
tributions generated with three different methods. First, we
develop an RPC processing time generator that samples val-
ues from a selected distribution. We experiment with four
different distributions: fixed, uniform, exponential, and GEV.
Fixed represents the ideal case, where all requests take the
same processing time. GEV represents a more challenging
case with infrequent long tails, which may arise from events
like page faults or interrupts. Uniform and exponential dis-
tributions fall between fixed and GEV in terms of impact
on load balancing, as established in Fig. 2. For our synthetic
processing time distributions, we use 300ns as a base latency
and add an extra 300ns on average, following one of the four
distributions. The parameters we use for GEV are (location,
scale, shape) = (363, 100, 0.65), which result in a mean of 600
cycles (i.e., 300ns at 2GHz) [1]. Fig. 6a illustrates the PDFs of
the four resulting processing time distributions.

Second, we run the HERD [27] key-value store and collect
the distribution of the RPCs’ processing times. We use a dual-
socket Xeon E5-2680 Haswell server and pin 12 threads on an
equal number of a single socket’s physical cores. The second
socket’s cores generate load. Our parameters for HERD are:
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Figure 6. Modeled RPC processing time distributions.

95/5% read/write query mix, uniform key popularity, and a
4GB dataset (256MB per thread). Fig. 6b displays a histogram
of HERD’s RPC processing times after the request has exited
the network, which have a mean of 330ns.
Finally, we evaluate the Masstree data store [40], which

stores key-value pairs in a trie-like structure and supports or-
dered scans in addition to put/get operations. Ordered scans
are common in database/analytics applications and compete
with latency-critical operations for CPU time when access-
ing the same data store. To collect RPC processing times,
we use the same platform and dataset we used for HERD
and load the server with 99% single-key gets, interleaved
with 1% long-running scans which return 100 consecutive
keys. The resulting distribution for gets is shown in Fig-
ure 6c and has an average of 1.25 µs. The runtime of scans
is 60–120 µs (not shown in Fig. 6c due to the X-axis bounds).

Load-balancing implementations. We first compare the
performance of two RPCValet variants, 1 × 16 and the less
flexible 4 × 4. In 4 × 4, each NI backend is limited to balanc-
ing load across the four cores corresponding to its on-chip
network row. We also consider a 16× 1 system, representing
partitioned dataplanes where every incoming message is as-
signed to a core at arrival timewithout any rebalancing. 16×1
is the only currently existing NI-driven load distribution
mechanism. Next, we compare the best-performing hardware
load-balancing implementation, 1 × 16, to a software-based
counterpart. In our software implementation, NIs enqueue
incoming send requests into a single CQ from which all 16
threads pull requests in FIFO order. We use an MCS queue-
based lock [41] for the shared request queue.

We assume a 99th percentile Service Level Objective (SLO)
of ⩽ 10× the mean service time S̄ we measure in each exper-
iment and evaluate all configurations in terms of throughput
under SLO. We measure each request’s latency as the time
from the reception of a send message until the thread that
services the request posts a replenish operation.
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Figure 7. Load balancing with three different hardware queuing implementations.

6 Evaluation
6.1 Load Balancing: Hardware Queuing Systems
Fig. 7a shows the performance of HERD with each of the
three evaluatedNI-driven load-balancing configurations.With
a resulting S̄ of ∼ 550ns, 1 × 16 delivers 29MRPS, 1.16× and
1.18× higher throughput than 4 × 4 and 16 × 1, respectively.
1 × 16 consistently delivers the best performance, thanks to
its superior flexibility in dynamically balancing load across
all 16 available cores. In comparison, 4 × 4 offers limited
flexibility, while 16 × 1 offers none at all. The flexibility to
balance load from a single queue to multiple cores not only
results in higher peak throughput under SLO, but also up to
4× lower tail latency before reaching saturation load. Con-
versely, lower tail means that the throughput gap between
RPCValet and 1 × 16 would be larger for SLOs stricter than
the assumed 10 × S̄ . Note that data points appearing slightly
lower at mid load as compared to low load in Fig. 7a is a
measurement artifact: for low arrival rates, the relatively
small number of completed requests during our simulation’s
duration results in reduced tail calculation accuracy.
Fig. 7b shows the tail latency of Masstree’s get oper-

ations with each queuing configuration. We set the SLO
for Masstree at 10× the service time of the get operations,
equalling 12.5µs; we do not consider the scan operations la-
tency critical. Due to interference from the scans, 16×1 can-
not meet the SLO even for the lowest arrival rate of 2MRPS,
while even 4 × 4 quickly violates the SLO at 3MRPS. 1 × 16
delivers 4.1MRPS at SLO, outperforming 4× 4 by 37%. Under
a more relaxed SLO of 75µs, RPCValet’s 1 × 16 configuration
delivers 54% higher throughput than 16 × 1 and 20% higher
than 4×4. In the presence of long-running scans that occupy
cores for many µs, RPCValet leverages occupancy feedback
from the cores to eliminate excess queuing of latency-critical
gets and improve throughput under SLO.
Fig. 7c shows the results for two of our synthetic service

time distributions, fixed and GEV. The results for uniform
and exponential distributions fall between these two, are
omitted for brevity, and are available in [12]. The results
follow the expectations set in §2.2. For the fixed distribution,
1 × 16 delivers 1.13× and 1.2× higher throughput than 4 × 4

and 16 × 1 under SLO, respectively. For GEV, the throughput
improvement grows to 1.17× and 1.4×, respectively. Similar
to HERD results, in addition to throughput gains, RPCValet
also delivers up to 4× lower tail latency before saturation.
In all of Fig. 7’s experiments we set RPCValet’s number

of outstanding requests per core to two (see §4.3). Reducing
this to one marginally degrades HERD’s throughput, because
of its short sub-µs service times, but has no measurable
performance difference in the rest of our experiments.
In conclusion, RPCValet significantly improves system

throughput under tight tail latency goals. Implementations
that enable request dispatch to all available cores (i.e., 1× 16)
deliver the best performance. However, even implementa-
tions with limited balancing flexibility, such as 4 × 4, are
competitive. As realizing a true single-queue system incurs
additional design complexity, such limited-flexibility alterna-
tives introduce viable options for system designers willing
to sacrifice some performance in favor of simplicity.

6.2 Hardware Versus Software Load Balancing
Fig. 8 compares the performance of RPCValet to a software
implementation, both of which implement the same theoret-
ically optimal queuing system (i.e., 1 × 16). The difference
between the two is how load is dispatched to a core. Soft-
ware requires a synchronization primitive (in our case, an
MCS lock) for cores to atomically pull incoming requests
from the queue. In contrast, RPCValet does not incur any
synchronization costs, as dispatch is driven by the NI.

The software implementation is competitive with the hard-
ware implementation at low load, but because of contention
on the single lock, it saturates significantly faster. As a re-
sult, our hardware implementation delivers 2.3–2.7× higher
throughput under SLO, depending on the request process-
ing time distribution. A comparison between Fig. 7b and 8
reveals that the 1×16 software implementation is not only in-
ferior to the 1×16 hardware implementation, but to all of the
evaluated hardware implementations. The fact that even the
16 × 1 hardware implementation is superior to the software
1 × 16 implementation indicates that the software synchro-
nization costs outweigh the dispatch flexibility they provide,
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a direct consequence of the µs-scale RPCs we focus on. In
addition, we corroborate the findings of prior work on data-
planes [7, 47]—which effectively build a 16 × 1 system using
RSS—showing that elimination of software synchronization
from the critical path offsets the resulting load imbalance.

6.3 Comparison to Queuing Model
Our results in §6.1 qualitatively meet the expectations set
by the queuing analysis presented in §2.2. We now quantita-
tively compare the obtained results to the ones expected from
purely theoretical models, to determine the performance gap
between RPCValet and the theoretical 1 × 16 system.

To make RPCValet measurements comparable to the theo-
retical queuing results, we devise the following methodology.
We measure the mean service time S̄ on our implementation;
a part D of this service time is synthetically generated to
follow one of the distributions in §5, and the rest, S̄ − D, is
spent on the rest of the microbenchmark’s code (e.g., event
loop, executing send for the RPC response and replenish
to free the RPC slot). We conservatively assume that this
S̄ − D part of the service time follows a fixed distribution.
Using discrete-event simulation, we model and evaluate the
performance of theoretical queuing systems with a service
time S̄ , where D

S̄ of the service time follows a certain distri-
bution (fixed, uniform, exponential, GEV) and S̄−D

S̄ of the
service time is fixed.
Fig. 9 compares RPCValet to the theoretical 1 × 16. The

graphs show the 99th percentile latency as a function of of-
fered load, with four different distributions for the D part of
the service time. RPCValet performs as close as 3% to 1 × 16,
and within 15% in the worst case (GEV). We attribute the gap
between the implementation and the model to contention
that emerges under high load in the implemented systems,
which is not captured by the model. Furthermore, assum-
ing a fixed service time distribution for the S̄ − D part of
the service time is a conservative simplifying assumption:
modeling variable latency for this component would have
a detrimental effect on the performance predicted by the
model, thus shrinking the gap between the model and the
implementation. In conclusion, RPCValet leaves no signifi-
cant room for improvement; neither centralizing dispatch
nor maintaining private request queues per core introduces
performance concerns.

7 Related Work
Other Techniques toReduce Tail Latency. Priorwork aim-
ing to control the tail latency of Web services deployed at
datacenter scale introduced techniques that duplicate/hedge
requests across multiple servers hosting replicated data [15].
The goal of such replication is to shrink the probability of
an RPC experiencing a long-latency event and consequently
affecting the response latency of its originating request. A
natural side-effect of replication is the execution of more re-
quests than strictly necessary, also necessitating extra server-
side logic to reduce the load added by duplicated requests. As
compared to ms-scale applications where the network RTT
is a negligible latency contributor, applying the same tech-
nique for µs-scale applications requires a more aggressive
duplication of requests, further increasing the generation of
unnecessary server load. In contrast to such client-side tech-
niques, RPCValet’s server-side operation offers an alternative
that does not increase the global server load.
RPCValet improves tail latency by minimizing the effect

of queuing. Queuing is only one of many sources of tail la-
tency, which lie in all layers of the server’s software stack.
Therefore, no single solution can wholly address the tail
challenge; a synergy of many techniques is necessary, each
targeting specific issues in particular layers (e.g., IX [7] tar-
gets protocol and interrupt processing). However, despite the
complex nature of the problem, managing on-server queu-
ing is a universal approach that helps mitigate all sources of
tail latency. Our work does not prevent straggler RPCs, but
eliminates the chance that such stragglers will cascadingly
impact the latency of other queued RPCs by providing a true
single-queue system on each RPC-handling server. RPCValet
is synergistic with techniques on both clients and servers to
address specific sources of tail latency in the workflow of
serving RPCs.
A range of prior work also leverages queuing insights to

balance web requests within a datacenter, by mainly focusing
on algorithmic aspects of load distribution among backend
servers rather than a single server’s cores. Examples of such
algorithms are Join-Shortest-Queue [22], Power-of-d [9], and
Join-Idle-Queue [39]. Pegasus [34] is a rack-scale solution
where the ToR switch applies load-aware request schedul-
ing by either estimating per-server load, or by leveraging
load statistics reported directly by the servers. In the context
of balancing µs-scale RPCs among a single server’s cores,
challenges such as dispatcher-to-core latency are of minor
importance, because of the integrated NI’s proximity. Our
results show that single-queue behavior is feasible by defer-
ring dispatch until a core is free, which is unattainable at
cluster scale due to the latency of the off-chip network.

Load Distribution Frameworks. Most modern NICs dis-
tribute load between multiple hardware queues, which can
be privately assigned to cores, through Receive Side Scaling
(RSS) [42] or Flow Director [24]. Systems like IX [7] and
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Figure 9. RPCValet comparison to theoretical 1× 16 queuing model. Y-axis values shown as multiples of the avg service time S̄ .

MICA [35] leverage these mechanisms to significantly boost
their throughput under tail latency constraints. The disad-
vantage of RSS/Flow Director is that they blindly spread load
across multiple receive queues based on specific network
packet header fields, and are oblivious to load imbalance.
ZygOS [47] ameliorates the shortcomings of partitioned

dataplanes, which suffer from increased tail latency under
load imbalance. ZygOS introduces an intermediate shuffling
layer where idle CPU threads can performwork stealing from
other input queues. Due to the added synchronization over-
head of work stealing, there is a measurable performance gap
between ZygOS and the best single-queue system, inversely
proportional to the RPC service times. RPCValet achieves the
best of both worlds, offering single-queue performance with-
out synchronization; instead of adding layers to rebalance
load, we co-design hardware and software to implement a
single-queue system.

The Shinjuku operating system [25] improves throughput
under SLO by preempting long-running RPCs instead of run-
ning every RPC to completion. Their approach is particularly
effective for workloads with extreme service time variability
and CPUs with limited core count. Shinjuku preempts re-
quests every 5–15µs, which is higher than the vast majority
of our evaluated RPC runtimes. A system combining Shin-
juku and RPCValet would rigorously handle RPCs of a broad
runtime range, from hundreds of ns to hundreds of µs.

Programmable Network Interfaces. Offloading compute
to programmable network processors is an old idea that has
seen rekindled interest; FLASH [32] and Typhoon [48] inte-
grated general-purpose processors with the NI, enabling cus-
tomhandler execution uponmessage reception. NI-controlled
message dispatch to cores has been proposed in the context
of parallel protocol handler execution for DSMs to eschew
software synchronization overheads [19, 46]. Programming
abstractions such as PDQ [19] could be deployed as load-
balancing decisions in RPCValet’s NI dispatch pipeline.

Today’s commercial “SmartNICs” target protocol process-
ing or high-level application acceleration, with the goal of
reducing CPU load; they integrate either CPU cores (e.g.,
Mellanox’s BlueField [37]), or FPGAs (e.g., Microsoft’s Cata-
pult [11, 33]). FlexNIC [30, 31] draws inspiration from SDN
switches [8], deploying a match-action pipeline for line-rate

header processing. The programmable logic in these Smart-
NICs could be leveraged to implement non-static load balanc-
ing, adding flexibility to RSS or Flow Director. However, our
dynamic load balancing scheme relies on ns-scale interac-
tion between the NI and CPU logic, which is only attainable
through tight NI integration and CPU-NI co-design.

RPCLayers on InfiniBandNICs. Latency-critical software
systems for key-value storage [27, 28], distributed transac-
tion processing [17, 28], distributed durable data storage [44],
and generalized datacenter RPCs [52], have already begun
using RDMA NICs due to their low latency and high IOPS.
All of these systems are fine-tuned to maximize RPC through-
put given the underlying limitations of their discrete NICs
and the IB verbs specification. We distinguish RPCValet from
these software-only systems by our focus on balancing the
load of incoming RPCs across the CPU cores. Furthermore,
all of the above proposals are adversely affected by the short-
comings of PCIe-attached NICs, and use specific optimiza-
tions to ameliorate their inherent latency bottlenecks; this
strengthens our insight that NI integration is the key enabler
for handling RPCs in true single-queue fashion.

8 Conclusion
We introduced RPCValet, anNI-driven dynamic load-balancing
mechanism forµs-scale RPCs. RPCValet behaves like a single-
queue system, without incurring the synchronization over-
heads typically associated with single-queue implementa-
tions. RPCValet performs within 3–15% of the ideal single-
queue system and significantly outperforms current RPC
load-balancing approaches.
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